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ABSTRACT
Passwords continue to be an important means for users to authen-
ticate themselves to applications, websites, and backend services.
However, password theft continues to be a significant issue, due in
large part to the significant attack surface for passwords, including
the operating system (e.g., key loggers), application (e.g., phishing
websites in browsers), during transmission (e.g., TLS man-in-the-
middle proxies), and at password verification services (e.g., theft of
passwords stored at a server). Relatedly, even though there is a large
body of research on improving passwords, the massive number of
application verification services that use passwords stymie the diffu-
sion of improvements—i.e., it does not scale for each improvement
to require an update to every application and verification service.

To address these problems, we propose a new end-to-end pass-
word paradigm that transfers password functionality to two end-
points, the operating system (entry, management, storage, and
verification) and the password verification service (verification, and
verification token storage). In this paradigm, passwords are never
shared with applications or transmitted over the network, but are
instead verified using zero-knowledge protocols. There are five key
benefits of this approach that are not possible with the current
password paradigm: (a) a minimal attack surface, (b) protection
from password phishing, (c) protection from malware, (d) consis-
tent password policies, and (e) the ability to more rapidly diffuse
improvements from password research.
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1 INTRODUCTION
Even with years of research into new authentication technologies,
passwords still dominate the authentication landscape. This is due
primarily to a combination of security, deployability, and usability
that has been difficult to match [12].

Despite the persistence and popularity of passwords, there are
serious threats that plague current password-based authentication
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at every level. First, at the operating system level, passwords can
be stolen by malware that logs users’ keystrokes. Second, at the
application level, users are easily tricked into entering their creden-
tials into phishing applications (e.g., phishing website) [45]. Third,
at the transmission level, passwords can be stolen when in flight;
this is especially true considering that users struggle to identify
when a secure session will be used to transmit their password [28].
Finally, at the password verification service level, passwords are
frequently stolen from storage. This type of attack is especially
worrisome since users have no information, control, or assurance
regarding how the server stores their passwords. Most of the recent
large password database leaks did not properly salt and hash the
passwords [37].

These attacks occurring at all levels of password processing
demonstrate that the attack surface for passwords is extremely
large. There have been many attempts in the research literature
to improve password-based authentication—e.g., strong password
protocols [10, 57, 119], password creation policies [65, 106, 114],
phishing-resistant interfaces [29], advice to administrators [37].
Unfortunately, most of this research has failed to have a tangible
impact on password-based authentication. One key reason for this
lack of diffusion is that there are too many systems to update. It is
not feasible to update every password-based authentication system
every time there is a new suggestion from the research literature.

In this paper, we argue that to make substantial progress to secur-
ing passwordswe need to adopt a new paradigm for password-based
authentication. As such, we propose a new end-to-end password
paradigm, with the operating system and the password verification
service as the endpoints that are responsible for nearly all password
handling. The application and any communication channels act
as untrusted components that only serve to relay messages in the
zero-knowledge proof between the operating system and password
verification service.

Functionality is not split evenly between the operating system
and the password verification service. Instead, the OS assumes
nearly all functionality associated with passwords—including cre-
ation, storage (optional), management (i.e., policy), entry, and veri-
fication. The password verification service is only responsible for
verifying passwords. To further secure users’ passwords, this par-
adigm requires the use of strong password protocols [119]—i.e.,
passwords never leave the operating system’s control, and veri-
fication of the password is accomplished using a zero-knowledge
proof.

In addition to the benefits of using a strong password protocol—
e.g., the verification service cannot store passwords in plaintext—
there are several benefits that are uniquely tied to our new end-to-
end password paradigm:

(1) Reduced attack surface. The use of strong password pro-
tocols obviates the need to trust the communication chan-
nel, rendering any communication-level attacks ineffectual.
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Relatedly, by reducing the application to act as only a com-
munication channel, we similarly limit any attacks at the
application level. While the verification service must still
store a verifier token, this token is guaranteed to have prop-
erly protected the underlying password data (e.g., salting
and hashing). Moreover, most other functionality has been
removed from the verification service, substantially limit-
ing viable attacks. Finally, the functionality that is in the
operating system can be hardened using operating system
primitives [25, 110], leaving a smaller attack surface than
when the equivalent functionality was in an application.

(2) Protection from password phishing. By centralizing all
password entry into the operating system, there will be a
single interface for all password entry. By definition, any
other password-entry interface will become a phishing inter-
face. This makes it feasible to automatically detect phishing
attacks, sidestepping the problem of requiring the user to
distinguish between a legitimate and malicious password
entry interface [29].

(3) Protection for malware. To our knowledge, the threat
model for all existing password-based authentication re-
search includes the host environment as part of the trusted
computing base. For example, key logging malware can triv-
ially steal passwords as they are entered. By moving pass-
word entry into the operating system, it will be possible to
run password entry in a protected mode that restricts any
program other than the operating system from observing
user input (e.g., key logging, microphone, camera) [110]. Fur-
thermore, password functionality could be part of the signed
portion of the operating system kernel [25], protecting this
functionality from advanced malware such as rootkits.

(4) Consistent password policies. As the operating system
will be responsible for the creation and entry of all pass-
words, it can help users create passwords in a consistent
manner. No longer will users need to remember a different
password policy for every application they use. Addition-
ally, the operating system can monitor the health of users’
passwords, and give them advice regarding their password
posture—such as notifying a user that they are sharing a
password between a common website and a high-security
website like a banking institution.1

(5) Rapid diffusion of improvements to password-based
authentication. Centralizing most password functionality
in the operating system has the benefit that there are fewer
implementations that need to be updated when improve-
ments or fixes need to be made. For example, if a new pass-
word entry interface is shown to be more usable than the
existing interface, only the implementation in each OS will
need to be updated, and not every single application that has
a password entry interface. Similarly, if a class of passwords
is shown to be insecure, the operating system can detect
insecure passwords when they are entered and notify the
user of this new result.

1Some password managers are starting to provide this type of advice, but it will be
able to be much more comprehensive when a single entity handles all passwords.

We recognize that it would be trivial to create an unusable instan-
tiation of this end-to-end paradigm or associated architecture. To
this end, we stress that any attempt to prototype our paradigm or
architecture must be done based on the principles of user-centered
design [5], usable security [41], and scientific, empirical evaluations.

Roadmap. Section 2 gives an overview of related work. Section
3 describes the end-to-end password paradigm in greater depth,
and Section 4 gives a possible architecture for this new paradigm.
Section 5 discusses a research agenda for end-to-end passwords,
and Section 6 concludes the paper.

2 RELATEDWORK
Passwords are the de-facto standard for authentication. There have
been multiple attempts at either improving them or replacing them:
proxy [36, 83], federated [34, 49, 67, 86, 107], graphical [19, 104],
cognitive [54, 60, 98, 113], paper tokens [47, 69, 116], visual crypto
[84], hardware tokens [32, 56, 89, 99, 121], phone-based [43, 77, 82,
109], biometric [6, 24, 87], and recovery-based [14, 59, 94]. Many
of these offer important security benefits, but none of them has
been able to replace current password-based authentication due to
perceived limitations in usability and deployability [12]. Chiasson
et al. found that even if a non-password-based system is usable,
users are still likely to prefer passwords [18]. Thus, it is imperative
to recognize that for the foreseeable future passwords are not going
away, and research must be done to strengthen password-based
authentication [52].

2.1 Phishing
Dhamija and Tygar [29] proposed dynamic security skins as a solu-
tion to address phishing. In their approach, the browser creates a
trusted window for entering passwords. The browser and the server
each create an image (or skin) that surrounds the password entry
window, and the user should check that they match before trusting
the password prompt enough to enter their password. Unfortu-
nately, dynamic security skins was never evaluated empirically,
and later research suggests that users are unlikely to notice if secu-
rity indicators are missing from a malicious interface [95].

2.2 Password Policies
There has been significant work regarding password policies. Re-
search by Inglesant and Sasse shows that password policies often
place undue burdens on users as they try to cope with managing
too many passwords [55]. Password creation policies is an area that
has been explored to identify how users create secure passwords
and how mechanisms like password strength meters can impact
the process [65, 106, 114], Another vein of research examines the
longstanding practice of forcing users to change their passwords
on a regular basis, finding that it was ineffective [122].

2.3 Password Storage
Best practices for password storage at the server dictate that pass-
words should be salted and hashed before being stored. Florencio
et al. [37] showed that the majority of prominent cases involving
leaked password databases did not follow this practice, making it
easier for the attacker to recover all of the leaked passwords.
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Almeshekah et al. [7] introduced a novel approach for server-
side password storage that prevents an offline attack. The design of
the password file includes support for dummy passwords that do
not correspond to a valid user. Instead, an attacker is led to believe
they have cracked a legitimate password, and any attempt to log in
to the server provides reliable evidence of a password file leak and
sets off an alarm.

In our work, we put the client in charge of creating the stored,
cryptographically-protected password. This protects the user from
trusting a server that fails to follow best practices for storing pass-
words.

2.4 Password Managers
Cloud-based passwordmanagers have become popular, and ease the
burdens of password management on users that are willing to trust
a third-party to store their passwords. Two recent security evalua-
tions of password managers by Li et al, [75] and Silver et al. [96]
revealed security flaws in popular password managers that can
result in the compromise of user’s passwords. This work illustrates
the challenges of securing web-based password managers.

Password managers are designed to ease the burden of password
management. Recent studies have explored password managers’
usability. Chiasson et al. [20] conducted a 26-person user study com-
paring two password managers: PwdHash and Password Multiplier.
Karole et al. [63] conducted a usability study of three password
managers. The users in their study preferred portable password
managers to a web-based manager. They credited the finding to the
reluctance of users to trust an online password manager.

2.5 Strong Password Protocols
Password authenticated key exchange (PAKE) is awidely-recognized
way to secure password-based authentication. PAKE protocols al-
low a user and a server to establish a session key using a shared
secret derived from the user’s password. The protocols do not re-
quire that a secure channel (e.g., TLS) be established first. PAKE
protocols also prevent an eavesdropper from gaining any informa-
tion that can be used in an offline attack against the user’s password.
Without the password, an attacker is also unable to determine the
session key. Thus, the session key can be used for mutual authenti-
cation. There are a variety of PAKE protocols: EKE [10], PAK and
PPK [13], SPEKE [57], J-PAKE [50], and EC-SAKA [4].

One problem with the original PAKE protocols is that a shared
secret stolen from the server can immediately be used to imperson-
ate the user. To address this problem, augmented PAKE protocols
were created: AMP [71], Augmented-EKE [11], B_SPEKE [58], PAK-
Z [76], AugPAKE [66], and SRP [118, 119]. These protocols are
verifier-based, meaning that even if the shared secret is stolen, an
attacker must still perform an off-line attack on the user’s password
before they can impersonate the user.

In 2005 Abdalla et al. proposed the first provably secure three-
party PAKE (3PAKE) protocol [2]. 3PAKE extends the model of
PAKE by including a trusted third-party (IDP). The user (U) and
server (RP) both share a secret with IDP, but not with each other.
IDP will help them establish a shared key and mutually authenticate
each other. This reduces the number of parties that must share a

secret with any given user. Recent research has continued to create
improved 3PAKE protocols [17, 22, 70, 115].

While 3PAKE requires RP and IDP to share a secret, this is not
always desirable. Abdalla et al. also proposed Gateway-oriented
PAKE (GPAKE), a variant of 3PAKE that does not require a shared
secret between RP and IDP [1]. This original protocol was suscepti-
ble to an undetectable online guessing attack [16, 120], but several
later protocols have addressed this attack [3, 16, 112].

2.6 Safe Password Entry
Strong password protocols provide no protection if users enter their
passwords into phishing applications. As such, it is important to
have a trusted path [85] to the legitimate interfaces, providing safe
password entry [90]. It should be noted that safe password entry
without strong password protocols is still vulnerable to attack; the
core idea of the proposed password paradigm is to demonstrate how
safe password entry and strong password protocols can be used
together to significantly strengthen password-based authentication.

The first step in using a trusted path is to have a secure mech-
anism for instantiating the trusted path. The most widely used
mechanism is the secure attention key [42] (SAK): a special key
or a sequence of regular keys that is detected by the operating
system kernel, after which the operating system creates a secure
channel for the user to interact with the intended interface. SAK
has been used in operating systems (e.g., control-alt-delete in Mi-
crosoft Windows) and has been proposed for use in browsers (e.g.,
PwdHash [88], WebWallet [117]).

The second step is to ensure that users know when they have
instantiated the trusted path, and with which interface they are
currently interacting with. This can be done using hardware—for
example, having an indicator on the hardware that shows when the
user is interacting directly with a secure interface in the operating
system. It can also be done using on-screen elements—for example,
reserving a portion of the operating systems UI for secure inter-
faces [33] or graphically styling applications in a way that cannot
be replicated by an attacker [29].

2.7 Single Sign-on
The problems of easy-to-guess passwords and password reuse hin-
der current password-based authentication. The number of parties
that seek to establish passwords with users aggravates both prob-
lems. Single sign-on (SSO) addresses this problem by requiring
that users only establish passwords with an identity provider (IDP).
IDP assists other websites (RP) in authentication of the user (U).
While U might have several IDPs, the number of IDPs is far less
than the number of RPs. This helps users to avoid password reuse
and encourages them to choose stronger passwords for use at their
IDPs.

The twomostwell-known SSO systems on theweb areOpenID [38,
39, 86] and OAuth [48]. OAuth has become the dominant SSO sys-
tem in recent years, with Facebook Connect being the most promi-
nent OAuth implementation [34]. These SSO systems have weak-
nesses. First, most SSO systems (including OpenID and OAuth)
are built on browser redirects. This approach is both confusing
to users [27, 103] and also provide an attack surface for phishers
[15, 74, 78, 97, 100]. Second, current SSO systems largely ignore the
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business implications of SSO on RPs and IDPs, which further limits
their adoption [101]. Facebook Connect is the most widely adopted
system precisely because it gives an incentive to RPs to adopt it
(i.e., sharing information about users). There have been attempts to
address these two problems in OpenID, but these systems have not
seen adoption [102, 103]. We believe that strong password protocols
have the potential to solve the susceptibility to phishing that most
SSO systems experience.

Kerberos [79] has a long history as an SSO solution for enter-
prise and large organizations. Kerberos thwarts eavesdropping and
phishing attacks by not transmitting the password to the server. In-
stead, the password is used to encrypt pre-authentication data sent
to the server, and to decrypt a ticket returned to the client. Unlike
PAKE protocols, Kerberos does not prevent an eavesdropper from
using the encrypted data to conduct an offline attack to recover the
password.

2.8 Multi-Factor Authentication
Passwords are a means of authenticating based on something you
know. Other forms of authentication rely on something you have
(e.g., YubiKey) or on something you are (e.g., fingerprint). While
these other approaches have failed to supplant passwords, they can
be used on top of passwords to provide additional security—i.e.,
multi-factor authentication. In practice, two-factor authentication
based on the user’s password and a device they own is the most
common form of multi-factor authentication.

Authenticating users based on something they own is most com-
monly done by proving possession of a cellular phone. This can
be accomplished by sending users a one-time password (OTP) sent
over SMS [8], having an application which generates one-time
passwords, scanning QR codes with the phone [30], demonstrat-
ing locality using ambient noise [61], etc. Alternatively, users can
purchase specialty hardware that contains cryptographic keying
material that uniquely identifies the users (e.g., YubiKey).

There is also a significant body of research that explores authen-
ticating users based on who they are [111]. Examples include facial
recognition [46], iris scanning [93], fingerprint scanning [21], and
voice recognition. Weaker biometrics are also used for continuous
authentication [105] (e.g., gesture [35] and gait [40] recognition).

The end-to-end password paradigm supports the use of multi-
factor authentication. The non-password factors could be handled
in the applications, or directly in the end-to-end password interface.
The latter is more secure and could provide a consistent user ex-
perience that might lower the bar for the adoption of multi-factor
authentication.

2.9 Pluggable Authentication Module
Pluggable Authentication Module (PAM) [92] is a mechanism that
adds a layer of abstraction between application programs and the
underlying authentication methods that they employ. An appli-
cation developer programs to a standard API, and the operating
system can be configured with alternative authentication mecha-
nisms. One advantage of PAM is that it eases the cost to deploy
new solutions. It may be possible to implement the end-to-end
passwords paradigm using PAM.

3 END-TO-END PASSWORDS
In this section, we describe our threat model and the current para-
digm for passwords and its problems. We then detail why existing
efforts to secure passwords are insufficient to solve these problems.
Next, we describe our new paradigm for passwords—called end-
to-end passwords. Finally, we discuss the benefits unique to this
new paradigm and also list its limitations.

3.1 Threat Model
Our threat model includes common attacks at all the levels of
password-based authentication mentioned earlier. First, any local
attacks involving malware on the user’s device or phishing attempts
that try to trick the user into disclosing their password. Second,
any active or passive network attacker seeking to interfere with
the authentication process in order to obtain the user’s password.
Third, an attacker that breaks into the password verification service
in order to steal passwords or steal material that can be used in
on offline attack. We do not address shoulder surfing or the risk of
audio/video recordings near the user that attempt to discover the
user’s password. We also don’t include hardware keyloggers, but
focus on software attacks only.

3.2 Current Password Paradigm
At a high level, the current password paradigm requires users to
enter passwords into an application, those passwords are then
transmitted over some channel to a password verification service,
which then verifies the authenticity of the password, and reports
back to the application whether authentication succeeded. In prac-
tice, though, a wide range of responsibilities are spread across all
parties—the user, applications, the communication channel, and
the password verification services. This diffusion of responsibilities
also creates a large attack surface. See Figure 1.

Users are responsible for creating passwords, remembering pass-
words, managing their password strategy, and entering passwords
when prompted. Password phishing is a significant problem that
research has been unable to effectively stop. The risk of stolen cre-
dentials is made more severe by poor password hygiene—password
reuse and weak passwords. Furthermore, malicious applications
can trick users into authenticating to a legitimate service, then use
this authenticated session to carry out malicious activities under a
user’s persona.

Applications are responsible for the widest range of responsi-
bilities. They require users to create the password and may also
manage the password that a user may choose (e.g., enforcing a
password policy). Applications also require users to enter their
passwords before transmission to a password verification service in
order to authenticate the user. Finally, in some cases, an application
may also store a user’s passwords (e.g., password manager).

Applications can be directly attacked in order to compromise
passwords as they are entered. Alternatively, if the application
stores the password an attacker can attempt to steal it. Finally,
applications may enforce counter-productive password policies
that weaken a user’s password hygiene, such as requiring frequent
password resets.

The communication channel is only responsible for transmitting
a user’s password, yet it is a relatively easy target for attack. In



End-to-End Passwords NSPW 2017, October 1–4, 2017, Santa Cruz, CA, USA

User Opera�ng System Applica�ons
(e.g., websites)

Communica�on
Channel (e.g., Internet)

Password Verifica�on
Service

Responsibility for 
passwords

• Create
• Remember
• Manage
• Enter —

• Create
• Manage
• Enter
• Transmit
• Authen�cate
• Store

• Transmit • Receive
• Verify
• Manage
• Store

A�ack Surface • Phishing a�acks
• Poor password 

hygiene
• Authen�cate 

malicious 
applica�on

• Malware
(e.g., key loggers)

• Compromise 
applica�on

• The� of stored 
passwords

• Poor password 
policy

• Plaintext channel
• Downgrade a�ack 

(e.g., TLS MitM)

• Compromise 
service

• The� of stored 
passwords

• Poor password 
policy

Figure 1: Current password model

most systems, the plaintext password is transmitted to the password
verification service, even if the network connection is encrypted. If
the security of the channel can be compromised then an attacker
gains the password. In practice, there are still some communica-
tion channels that are unencrypted, rendering the user’s password
available to an eavesdropper. Additionally, attacks against the com-
munication channel’s security (e.g., TLS man-in-the-middle [81])
can also divulge the user’s password to an attacker.

Lastly, the password verification service is responsible for re-
ceiving the user’s password and then verifying that it matches the
stored password. Additionally, the password verification services
often manage the password that a user may choose (e.g., enforc-
ing a password policy). Attackers can either directly compromise
the verification service to steal passwords during processing, but
more often an attacker will focus on stealing the password database.
Often these passwords are stored in plaintext or with poor secu-
rity [37]. Similar to the application, the verification service may
also enforce counter-productive password policies that weaken a
user’s password hygiene.

Interestingly, even though the operating system is the interface
between the user and the application, it has no responsibilities in
the current password paradigm.2 Regardless, it is still a part of the
attack surface, as malware such as key loggers can be used to steal
passwords as they are entered.

3.3 Inadequate Solutions
The threat space for passwords is well known, and many individual
threats have proposed solutions. For example, password storage at
the verification service can be significantly strengthened by requir-
ing that passwords are hashed with a keyed algorithm executed on
a cryptocard [37]. Alternatively, strong password protocols (e.g.,

2While passwords are used to authenticate to the operating system, in this case the
operating system is acting as yet-another application.

SRP [119]) can obviate the need to transmit the password over the
communication channel to the password verification system.

While it might be tempting to think that these piecemeal so-
lutions can sufficiently strengthen passwords, their lack of adop-
tion indicates that something more is needed. More specifically,
adopting piecemeal solutions to the current password ecosystem is
inadequate for the following reasons:

(1) There are too many password systems. Between all rel-
evant applications and password verification services there
are tens-of-thousands if not hundred-of-thousands of sys-
tems that rely on passwords. As such, updating each of these
applications or verification services every time there is an
improvement to password-based authentication is not scal-
able. Additionally, the large number of implementations is
directly related to the large attack surface for the current
password paradigm.

(2) It is difficult to verify that best practices are followed.
Many applications and verification services claim to have
strong security for passwords, but in practice this often fails
to be true. While it would be ideal to analyze each appli-
cation and verification service to verify whether they use
best-practice, this is infeasible considering the large num-
ber of varied implementations. Moreover, many password
verification services are hosted remotely and are completely
unavailable for black-box analysis. As such, with the cur-
rent paradigm it is unlikely that the security of password
verification services can ever be fully trusted.

(3) Phishing attacks are nearly-impossible to block. No
matter howmuch password-based authentication is strength-
ened, if users can be fooled into entering their password into
a malicious application, that password will still be compro-
mised.While unphishible interfaces have been proposed [26],
they are untested and later research has shown that it is diffi-
cult for users to distinguish between legitimate andmalicious
interfaces [95].
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(4) No resilience against a compromisedhost environment.
The current password ecosystem is predicated on the assump-
tion of a clean host environment. If there is malware—such
as a key logger—on the system, then the user’s password
will be stolen whenever it is entered. While this assump-
tion is necessary for the existing paradigm, it does not match
reality—many users are operating in a host environment that
is partially compromised (e.g., keylogger installed, though
no OS rootkit installed).

None of this is to say that the research done to strengthen
password-based systems is wasted. Instead, it means that a new
password paradigm is needed in order to allow existing research to
achieve its full potential.

3.4 End-to-end Passwords
To address these limitations, we propose a novel end-to-end pass-
word paradigm that combines strong password protocols with a
trusted path for password creation, management, and entry. In this
paradigm, the operating system and password verification service,
as the end points of password entry and verification, respectively,
are responsible for handling nearly all password-related functional-
ity. In contrast, the application and communication channel only
serving to facilitate communication between the operating system
and password verification service (see Figure 2).

Critically, passwords never leave the operating system. This
is accomplished through the use of strong password protocols—
instead of transmitting the user’s password, the operating system
executes a zero-knowledge proof demonstrating possession of the
password to the verification service. This zero-knowledge proof
can be executed over an unsecured channel and is impervious to
both eavesdroppers and active attackers.

Because the password verification service is not under the user’s
control or ability to audit, we limit its responsibilities to verifying
the zero-knowledge proofs generated by the operating system, and
storing a verifier tokens needed to validate the zero-knowledge
proof. While these verifier tokens can still be stolen and used to
brute-force the user’s password, they still have one key advantage—
the operating system constructs the verifier token and can ensure
that it is properly salted and hashed.

Finally, the user’s operating system acts as a trusted pathway [85]
for the creation, managing, and entry of user credentials, providing
safe password entry. Safe password entry provides two benefits—
first, it ensures that strong password protocols are used during
authentication and second, it identifies and blocks non-approved
password interfaces. Without safe password entry, strong password
protocols are ineffectual against phishing, as the attackerwill simply
refuse to use a strong password protocol.

In the end-to-end password paradigm, the operating system’s
safe password entry interface handles all stages of the password
life-cycle—for example, verifier token creation and password entry—
becoming the singular locationwhere users interact with passwords.
It is also responsible for detecting other password entry interfaces
and blocking them, protecting users from entering their passwords
into a phishing application.

While the singular password entry interface in the operating sys-
tem may evoke thoughts of single sign-on and password managers,

end-to-end passwords is orthogonal to both of those approaches.
End-to-end passwords can be implemented without single sign-on
or password manager functionality, though it can also include them
as well (see Section 5).

3.5 Benefits
The most important benefit of this new paradigm is a significant
reduction of the attack surface for passwords (see Figure 2). Impor-
tantly, applications and the communication channel can be treated
as fully untrusted entities, removing them from the attack surface.
Similarly, the attack surface of the password verification service
has been significantly reduced, with theft of the stored verifier
being the only residual attack vector. While the operating system
potentially has a larger attack surface, it can be protected through
operating system hardening, requiring an attacker to compromise
the security of the operating system. Finally, as discussed later in
the paper, the new paradigm helps prevent phishing attacks and
can also be used to improve user’s password hygiene.

This new paradigm also addresses each of the four limitations
previously identified for the current password paradigm:

(1) There are toomany password systems. End-to-end pass-
words reduces the number of systems that play a signif-
icant role in password-based authentication. Specifically,
most responsibilities for passwords are centralized in the
operating system. In most cases only a handful of operat-
ing system implementations will need to be updated when
improvements to password-based authentication are dis-
covered. While changes to the strong password protocol
will require modifications to the application, communication
channel, and password verification service, these represent a
small fraction of possible improvements to password-based
authentication.

(2) It is difficult to verify that best practices are followed.
As the operating system is local, it is possible for it to undergo
block-box analysis to determine whether a given implemen-
tation follows best practices. Additionally, the use of a strong
password protocol—which provides mutual authentication—
allows the operating system to verify that the password ver-
ification service is correctly verifying the user’s password.
Furthermore, the operating system controls how the pass-
words are salted and hashed, ensuring that this process is
done correctly for all applications. Finally, even though the
verification service’s storage of the verification token can-
not be audited, the loss of the verifier database is no worse
than the theft of a password database currently is, and is
potentially much less impactful.

(3) Phishing attacks are nearly-impossible to block.As the
operating system hosts the only legitimate password entry
interface, by definition all other password entry interfaces
displayed to the user are malicious. This fact makes it simple
for the operating system to detect phishing attacks, obviat-
ing the need for the user to be ever vigilant against password
phishing. Specifically, the operating system can detect any
other application that is displaying a password entry inter-
face and terminate the application.
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Figure 2: New end-to-end password model

(4) No resilience against a compromisedhost environment.
Using operating system hardening techniques—e.g., TPM,
signed kernels [25], isolated execution contexts [110]—it is
possible to protect password functionality hosted in the oper-
ating system from attackers. For example, the password entry
interface could force the system into an isolated execution
context where traps for user input are ignored, preventing
a key logger from scraping the user’s password. Similarly,
using a signed kernel, we can prevent rootkits from compro-
mising the operating system’s control of passwords. While
these protections are not infallible, they do make it more
difficult for attackers to compromise the system.

3.6 Limitations
While end-to-end passwords can significantly strengthen password-
based authentication, it is not a panacea to all authentication-related
problems. First, it does not remove the need for the verification
service to store a verification token in order to verify the user’s
identity.While this verification token has several important benefits
over existing password storage, it can still be used to perform a
brute-force attack against the user’s password. Second, the end-
to-end password paradigm does not address what an application
does after authentication takes place. If a user authenticates to
a malicious application, then that application can take malicious
action using the authenticated account.

Third, this paradigm requires that when a vulnerability is dis-
covered, applications will need to wait for the operating system to
deploy a mitigation—i.e., the application is unable to independently
deploy a mitigation. While in most cases, operating system patches
are more reliable than application updates, this is not true if patches
are unavailable (e.g., old Android devices) or if users fail to install
those patches. While the latter can be addressed by forcing security
patches and updates to be deployed, the former is more difficult.
Later in the paper we describe potential solutions to this problem,
but these solutions are untested and for now this problem remains
a limitation.

4 EXAMPLE ARCHITECTURE
In this section, we give an example architecture that adopts the
end-to-end password paradigm. It is only an example architecture,
as several portions of the architecture are malleable and could be
changed while still staying within the bounds of the end-to-end
password paradigm.

In our architecture, the strong password protocol is instantiated
using the Secure Remote Password protocol [119] (SRP). The work-
flow for establishing a new account is given in Figure 3. While that
diagram demonstrates account establishment, the process is the
same as authentication, except that steps four and five are omitted.
The detailed steps in this workflow are:

(1) The user indicates to the operating system that they wish to
create an account or authenticate for a given application.

(2) The user is shown a password entry interface by the op-
erating system. While this interface is displayed, no other
applications are shown, and user input is not available to
any entity other than the operating system.

(3) The user enters their password to enter their credentials into
the operating system.

(4) (Account Establishment Only) The operating system gener-
ates a salt and verification token for the entered password.
For password hashing in the SRP protocol, we recommend
the use of PBKDF2.

(5) (Account Establishment Only) Using TLS, the username, ver-
ification token, and salt are sent to the password verification
service. Our architecture uses TLS for simplicity and inter-
operability with existing technologies.

(6) The operating system and the password verification ser-
vice each transmit a single message allowing for the zero-
knowledge proof of password knowledge.

(7) In the next set of messages, the operating system proves
the user’s knowledge of the password, and the password
verification service proves its knowledge of the verification
token.

(8) The user is notified by the operating system that account
creation or authentication was successful.
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Figure 3: Account Establishment Flow Diagram

(9) The application is given a session key derived from the zero-
knowledge proof. This session key can be used to authenti-
cate operations created by the application.

In the remainder of this section, we describe the functionality of
each component in greater depth.

4.1 Operating System
The operating system has the lion’s share of the responsibility for
end-to-end passwords. This imbalance is ideal, as consolidation
of features in the operating system instead of in each application
has the potential to speed up the diffusion of improvements for
password-based authentication. Additionally, the operating system
is the most secure part of the user’s operating environment, pro-
viding the best chance of protecting passwords from malware. As
such, we identify several important protections for the operating
system to provide.

First, the operating system should ensure that password function-
ality runs in an isolated, secure context. For example, the system
could restrict access to user input (e.g., keystrokes, microphone)
while the user is entering their passwords. Similarly, the operating
system should put as much of its functionality in the signed portion
of the kernel as a safeguard against privileged malware, including
rootkits.

Second, the operating system should actively detect and block
attempts to phish the user’s password. An advantage of the end-to-
end password paradigm is that it makes it feasible to automatically
detect password phishing. If the system detects a password entry
interface that it does not host, it is a password phishing attack.

The operating system can take defensive actions such as prevent
keyboard input into that application while the interface is present,
remove the interface, kill the application or a specific screen in the
application, etc. Detection of password entry fields can use tradi-
tional methods (e.g., LastPass auto-fill [72]). Alternatively, because
the detection mechanism is located in the operating system, it is
possible to use image detection on the final image displayed to the
user to detect phishing interfaces. This allows detection of phishing
interfaces that are not currently detectable—e.g., applications that
draw their interface instead of using UI widgets, and interfaces
composed from multiple applications that appear to be a single
application interface to the end user.

Third, the operating system should provide a conditioned-safe
ceremony for the user to instigate authentication [62]. This cere-
mony is especially important during the transition to end-to-end
passwords when there are password entry interfaces that have
not yet migrated to the operating system. A conditioned-safe cere-
mony will help ensure that users are typing their passwords into
an interface controlled by the operating system.

Fourth, because the operating system can observe all of the
user’s passwords, it could enforce a coherent password policy. For
example, passwords for all high-value applications must be strong
enough to resist an offline attack.3 For other sites, the operating
system could require passwords that resist only online attacks, not
offline attacks. Furthermore, the operating system could correlate
3While determining whether an application is high-value objectively is difficult, there
are possible workarounds. For example, the operating system could maintain a curated
list of well-known, high-value applications (e.g., banking). Alternatively, users could
self-identify which applications they consider high-value.
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the passwords used across multiple applications and notify users of
re-used or similar passwords that could compromise their security.

Fifth, the operating system should leverage the mutual authenti-
cation provided by SRP (and strong password protocols in general).
The mutual authentication information allows the operating sys-
tem to know that authentication completed successfully, indicating
that the user had previously established an account with the pass-
word verification service. Presenting this information to the user
in a cogent fashion could help protect users from disclosing sen-
sitive information (e.g., credit card information) to sites that can’t
authenticate themselves to the user.

4.2 Application
Since the application is not an endpoint, it has limited impact on
end-to-end passwords. Its primary function is to relay messages
between the operating system and the password verification service.
After authentication is complete, it also receives a session key that
can be used to sign operations, linking those operations to the
user’s account.

All other functions—for example, showing the state of mutual
authentication—is left to the operating system. If the operating
system detects that the application is trying to assume the operat-
ing system’s responsibilities, it will block the application. This is
essential to ensure that functionality stays at the endpoints, and is
not simulated/moved to the application.

4.3 Communication Channel
Similar to the application, the communication channel is only used
to transmit messages between the operating system and password
verification service (by way of the application). Due to the nature
of strong password protocols, the communication channel does not
need to be encrypted.

4.4 Password Verification Service
The password verification service is the other end-point in this
architecture, and is the only entity with significant responsibilities
other than the operating system. The key responsibility of the pass-
word verification service is to store the verification token and use it
to authenticate the user. While the verification token is guaranteed
to be properly salted and hashed, ideally the verification service
will store it securely. In the best case, the application will store the
verification tokens in a database encrypted by a cryptocard [37].

It is important to note that in contrast to the current paradigm,
the password verification service has no control over the passwords
selected by the user. While this prevents the verification service
from promoting poor password policies, it also prevents verifica-
tion services that are used as part of high-security systems from
enforcing stronger password policies. To address this, during ac-
count establishment, the password verification service is allowed
to inform the operating system the desired level of password secu-
rity. While the operating system ultimately decides the password
policies that it will enforce, it can use this information to guide its
decision.

5 RESEARCH AGENDA
In conjunction with the end-to-end password paradigm and our ex-
ample architecture, we also describe a research agenda. This agenda
has two purposes: first, it identifies research that must be done to
guide the implementation and adoption of end-to-end passwords,
and second, it describes new research questions that exist because of
the new paradigm. This agenda can be split into three topic areas—
usable security research, systems research, and research supporting
the transition from the current password paradigm—though, there
is substantial overlap between all three areas. For each of these
areas, we list several topics of particular note but do not claim that
this list is exhaustive.

5.1 Usable Security
Passwords are a heavily user-centric technology, and any attempt
to change the way users interact with passwords must avoid in-
troducing usability hurdles, or users will reject it. To this end, it is
important that principles of usable security are applied to system
and interface design. Also, design and implementation must be
driven by a systematic application of the scientific method [53] in
order to establish which design elements are essential to the use
and adoption of end-to-end passwords.

User acceptance and mental models. At the outset of this re-
search agenda, it is necessary to conduct studies to evaluate users’
attitudes towards end-to-end passwords, and their willingness to
adopt this system. Specifically, this research would identify what
features end-to-end passwords needs to provide in order to moti-
vate adoption, and what pain-points must be avoided. Additionally,
studies should explore users’ mental models for authentication,
single sign-on, password managers, and trust in the operating sys-
tem. This information would help inform later efforts, leading to
a design and implementation of end-to-end passwords that would
meet users needs and be suitable for adoption by the masses.

Account selection andpassword entry interface.Users spend
a non-negligible amount of time authenticating each day [51]. Op-
timizing the efficiency of password entry and account selection has
the potential to save users a significant amount of time and effort.
One simple approach to streamlining authentication is to allow the
operating system to remember the user’s password and automat-
ically re-authenticate them within a set amount of time (e.g., for
30 days). Still, care must be taken to ensure that efficient password
entry does not compromise the account selection experience, as
users frequently share computers (e.g., between spouses) and have
multiple accounts with a single application.

Accessible authentication. For a variety of reasons, many
users struggle to authenticate using existing password entry in-
terfaces [31]. Even though there have been efforts made to make
authentication more accessible [9, 68], adoption by applications is
nearly non-existent. In the end-to-end password paradigm, there is
only a single authentication interface for all applications, meaning
that accessibility improvements to this interface would benefit all
applications. This provides a much more rapid means of testing
and deploying more accessible authentication. Alternatively, the
end-to-end password entry interface could be made modular, al-
lowing different user groups (e.g., visually impaired, elderly) to use
interfaces specialized to support their particular abilities.
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User-initiated authentication. In our architecture, we require
that the user—not the application—starts the authentication pro-
cess. As such, the user needs some method for indicating which
application they want to authenticate to and under which context
(e.g., the domain that is being authenticated against). Identifying
the appropriate mechanism for this action—e.g., key combination,
interface element to click—is a key research problem that needs to
be identified in depth. Additionally, work needs to be done to help
the user ensure that they are authenticating to the application they
believe they are, and not a malicious application that has stolen
focus from the legitimate application (e.g., an invisible application
displayed over the legitimate application).

Safe ceremonies for password entry. Safe ceremonies help
ensure that users are in a safe context when executing a sensi-
tive activity [62]. For example, Microsoft Windows lets users press
control-alt-delete to ensure that they are interacting with the oper-
ating system. Some type of safe ceremony should also be employed
to allow users to initiate password entry. This could be a keyboard
action like in Microsoft Windows or clicking an unspoofable user
interface element. Research should establish which mechanisms
are most usable and help the users accurately indicate which appli-
cation needs to be authenticated. Additionally, if a conditioned-safe
ceremony for password entry could be discovered [62], that would
be ideal.

Monitor and enforce password policies. Because the operat-
ing system has the ability to observe all of the user’s passwords,
it could be used to enforce a cogent password policy. For exam-
ple, for high-value applications, it could enforce a policy requiring
passwords that are sufficiently strong to prevent offline attacks.
For low-value applications, the operating system could require that
passwords are only strong enough to resist online attack, not offline
attack [37]. Furthermore, the operating system could correlate the
passwords used across multiple application and help users identify
re-used or similar passwords that could compromise their security.

Research will need to be done to identify the correct password
policies to enforce for which classes of applications, otherwise
this advice could be ignored, or prove detrimental to users’ overall
security [37, 122]. Similarly, research should guide the presentation
of policy to help users create appropriate strength passwords [65,
106, 114].

Mutual authentication.Mutual authentication allows the pass-
word verification service to know that the user has the correct
password, and it allows the user to know that they previously es-
tablished an account with that password verification service. This
helps prevent a malicious application from pretending to be a legiti-
mate application, as the malicious entity will not have the password
verifier stored by the legitimate password verification service. This
then helps the user, who will not enter sensitive information (e.g.,
credit card, address, social security number) into the application un-
til they have confirmed that they really have a pre-existing account
with the password verification service.

How to inform the users of this mutual authentication is an
open research question. While a naïve solution would be to inform
the user immediately after authentication, it is possible that the
user would struggle to track which applications had been authenti-
cated and which had not. On the other hand, designing unspoofable

security indicators is a hard problem [95]. Still, the benefit of mu-
tual authentication justifies additional research to see if there is a
solution that is usable and secure.

Choosing fewer, but stronger passwords. If users had fewer
passwords to manage it is possible that they would choose stronger
passwords. Other than reusing passwords, which has known prob-
lems, there are two approaches to reducing the number of pass-
words a user needs to remember—password managers (e.g., Last-
Pass [72] and single sign-on (e.g., OAuth [48] or FacebookCon-
nect [34]).

Password Manager. For end-to-end passwords, the operating sys-
tem would become the password manager. When a user creates a
new account, the password manager will generate a password. It
would store these generated passwords in an encrypted password
vault that is protected with a master password. The user would be
required to remember only this master password. Once the master
password is entered, the operating system would select the correct
password from storage and use it for authentication.

The strength of this approach is that the user needs to remember
only one password, yet every password verification service will
have a verifier token for a different password. Moreover, even if
the verifier token is stolen, the user’s account is safe because the
randomly generated passwords will be sufficiently strong to survive
offline brute force attacks. In this way, a password manager is a
weak form of two-factor authentication. The user needs to have
both the device that stores the set of randomly generated passwords
and knowledge of the master password that unlocks them.

The disadvantage is that a user can no longer move to a new
device and immediately authenticate. Instead, the user will be re-
quired to synchronize the new device with the existing password
vault. This can be done device-to-device, but this limits the user
to only using devices which can be brought together and which
have previously been synchronized. This sacrifices a key benefit
of passwords, that they can be used anywhere and at any time.
Alternatively, the password vault can be stored and shared using
the cloud. This allows the user to access their passwords from any
Internet-connected device, but creates a single, Internet-accessible,
point of failure.

Single Sign-on. Single sign-on (SSO) reduces the number of pass-
words a user needs to create by allowing many applications to
authenticate to a single password verification service. Simply, SSO
can be seen as a more secure form of password reuse—even though
the user authenticates to many applications with a single password,
neither these applications or their backend services have access to
the password verification service.

The key benefit of SSO in comparison to password managers is
that users can still authenticate from any device. The disadvantage
is that if the SSO verifier token is stolen, it can then be used to
compromise a wide range of applications. Still, this disadvantage is
tempered by the fact that SSO password verification services (e.g.,
Google, Facebook) are likely to employ much stronger security for
their storage of verifier tokens (e.g., encryption using a cryptocard).

5.2 Systems Research
The separation between systems research and usable security re-
search for password-based authentication is somewhat vague. Still,
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we have identified several research topics that are more closely
related to traditional systems research.

Safe storage of password verification tokens. Significant re-
search has examined the storage of passwords at the password
verification service [37]. A similarly concentrated research effort
needs to be made for password verification tokens. In each case,
proposed methods should be evaluated to determine their feasibility
both for large corporations and smaller companies. For example,
while cryptocards are likely available in the corporate setting, it is
highly unlikely that they will be used by smaller companies. By ad-
dressing the latter need, it is more likely that these better password
storage behaviors can be widely adopted.

Detecting password interfaces. In order to prevent password
phishing, it is necessary to detect other password entry interfaces.
After detection, these malicious interfaces can be blocked—for ex-
ample, the hosting application could be terminated, or the operating
system could refuse to render the interface to the user’s screen and
block user input to the application until the interface is removed.
For applications that host sub-applications (e.g., browsers), the ap-
plication could be notified of the malicious interface so that that
the hosting application can remove the malicious sub-application
(e.g., website) without requiring the operating system to terminate
the entire application.

Research should be conducted to increase the efficiency of de-
tecting password entry interfaces. This includes the use of tradi-
tional methods such as parsing the application’s document object
model. Additionally, the operating systems vantage point allows
other novel methods for detecting phishing interfaces. For example,
the operating system could employ image detection algorithms
to identify password interfaces. This would allow the detection
of interfaces drawn directly to the screen (i.e., not using UI wid-
gets) or interfaces that visually appear to be a single interface but
are actually cobbled together from multiple malicious applications.
Alternatively, similar to Google’s Password Alert browser exten-
sion [44] the operating system could monitor all keystrokes and
detect if the user ever types their password into a non-operating
system interface. Upon detection, the operating system could at-
tempt to terminate the application receiving the keystrokes or alert
the user of the potential compromise.

Pluggable operating system component. Instead of requir-
ing that the operating system provider implements end-to-end
passwords, the provider could instead provide a pluggable inter-
face allowing for third-party end-to-end password implementations.
There are two key benefits to this approach. First, it would allow
the end-to-end password system to be updated separately from
the operating system. This could address the limitation of running
end-to-end passwords on systems where operating systems updates
are unavailable (e.g., old Android devices). Second, it would allow
users to choose the implementation that they most prefer—e.g.,
if they dislike the Microsoft implementation, they could use the
Google implementation. Research needs to be conducted to explore
whether this approach is viable and how it should be designed.

Alternative strong password protocol approaches. We se-
lected SRP as the strong password protocol in our example archi-
tecture as it is the most efficient strong password protocol, both
computationally and in the number of rounds of communication

required. Due to the use of the SRP, we required that the applica-
tion be handed the session key generated during authentication.
An alternate approach would be to use a gateway-based strong
password protocol [3, 112], treating the application as the gateway,
allowing the gateway to authenticate the user without requiring
the operating system to divulge the session secret it derived during
the authentication process. Similar research could explore alterna-
tive constructions of strong password protocols that might address
other use cases.

Passwords for encryption. In addition to authentication, pass-
words are sometimes used to generate symmetric keys to encrypt a
file. For example, SSH keys are password encrypted when stored on
the user’s device. While the focus of our paradigm was password-
based authentication, research needs to examine how the operating
system can also be responsible for allowing users to enter pass-
words to decrypt files. This research will fully centralize the use of
passwords into the operating system and away from applications.

Continuous authentication. Instead of requiring the user to
frequently re-enter their password, the operating system could in-
stead leverage principles of continuous authentication [80, 105] and
session resumption. Research should examine how the operating
system can make the user aware that continuous authentication is
being used, and help users track which applications are still authen-
ticated. Profoundly, with the end-to-end password paradigm, new
authentication functionality, such as continuous authentication,
can be added to any application without needing to modify the
application.

Application supplied context. Currently, the application’s
functionality is limited to act as an intermediary for the operat-
ing system and the password verification service to execute the
strong password protocol. Potentially, the application could also
be allowed to provide additional context to the operating system
regarding authentication. For example, the application could indi-
cate which domain the application wishes to authenticate or which
account the user needs to authenticate. Research should identify
both what context would be helpful for the application to provide
as well how to ensure that this provided context cannot be used to
trick users into taking unintended actions.

Application initiated authentication. In our architecture, we
require that the user—not the application—starts the authentication
process. While this was done to best exemplify the end-to-end
password paradigm, we also recognize that it might be possible and
advantageous to allow the application to initiate authentication.
Still, research would need to be done to understand what effect
giving this additional responsibility to the application would have
on the attack surface. Similarly, research could also examine a
hybrid approach where both applications and the user can initiate
authentication.

Multi-factor authentication.Multi-factor authentication (MFA)
is entirely compatible with end-to-end passwords. The naïve ap-
proach would be to allow applications to handle the non-password
factors, but it might also be possible to integrate the additional
factors directly into the end-to-end encryption operating system
component. For example, instead of storing salts at the password
verification service, they could be derived using an MFA protocol.
As the salt value is needed to execute the strong password protocol,
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authentication would be blocked until MFA-authentication success-
fully completed. This approach could also reduce the information
stored at the password verification service. Usability studies would
be needed to identify which approach is best.

Hardware tokens. Hardware tokens could be used to further
increase the security of end-to-end passwords. For example, a pass-
word vault could be stored in a hardware token, only being unlocked
after the end-to-end password system verified the master password,
providing simple two-factor authentication. The operating system
could prevent any other application from detecting the presence of
the second factor, reducing the risk of leaving the device attached
to the computer. Alternatively, hardware tokens can also be used
to address shoulder surfing and hardware-based key loggers [12].

Trustworthy Password Verification Service.While the end-
to-end password paradigm relies on a secure local environment—
the operating system—future research could attempt to further
secure remote environment—the password verification service. For
example, combining a hardware security module (HSM), a trusted
platformmodule (TPM), and Intel’s Software Guard Extensions [23]
(SGX) could allow the user to verify that the password verification
service was properly storing users’ verifier tokens. Doing so would
mean that passwords are fully protected during their entire life-
cycle, maximizing the security gauntnesses available to password-
based authentication by itself.

5.3 Transition
Currently, password entry is tightly integrated with applications,
plaintext passwords submitted over TLS, and service providers
failing to follow best practices for storing encrypted passwords.
We envision a new password paradigm characterized by password
entry that is tightly integrated with and under the control of the
operating system, zero-knowledge password proofs where plaintext
passwords are never sent to a service provider, and best practices
for encrypted password storage being under the control of the user.
The transition from this current state to a new password paradigm
will not be immediate. Still, there are research opportunities that
could accelerate this process and help incrementally increase the
security of passwords.

Discover incentives for adoption. Research should be done to
identify the incentives that will convince applications and password
verification services to begin adopting the end-to-end password
paradigm. While this might be a simple problem of network ef-
fects [64], it could be that other factors could also speed adoption.
For example, adoption of OAuth is partially driven by the fact that
it allows applications to gather basic information about the user
(e.g., name, age, friends).

Early adoptionpathways.Mobile phones provide a compelling
first platform for deploying end-to-end passwords. Already, mobile
operating systems have begun assisting applications with authenti-
cating users—for example, using Touch ID to unlock applications
on iOS. End-to-end passwords could be added to these mobile oper-
ating systems to provide a universal, standardized, and accessible
method for users to enter their passwords, regardless of the appli-
cation that authentication is taking place in. By also integrating
password manager-like functionality, mobile operating systems

could obviate the need for users to enter passwords, instead lever-
aging more appropriate authentication techniques (e.g., biometrics).
Finally, because there would be a single password entry interface,
mobile interfaces could more easily detect the password phishing
interfaces that have recently begun to plague mobile platforms.4

Additionally, providing an end-to-end passwords Amazon Web
Services (AWS) password verification service would allow develop-
ers to easily build new applications and modify existing application
to support strong password protocols.5 Such a service would have
three primary benefits to developers. First, it would remove the
need for developers to individually implement and maintain the
password verification service, reducing the time it takes them to get
their application to market and allowing more time to be focused
on the application’s core functionality. Second, it would automati-
cally be updated to fix errors and better integrate with advances
in authentication interfaces (i.e., end-to-end passwords). Third, it
would allow the developer to announce that they were providing
strong security for user’s passwords. All of these reasons would
be strong incentives for developers to adopt the AWS password
verification service, accelerating the adoption of strong password
protocols compatible with the end-to-end password paradigm.

Replace existing interfaces. The operating system could im-
mediately begin to detect existing password interfaces. After detec-
tion, the operating system could overlay the existing interface [73,
91, 108] and use this overlay to require the user to enter their pass-
word using the operating system’s interface. The entered password
would then be transferred to the overlayed application and au-
thentication would continue as normal. This would help habituate
user to the correct process for entering their passwords even be-
fore applications have begun to adopt the end-to-end password
paradigm.

Research should identify how to best detect and overlay existing
interfaces. Additionally, care should be taken to gather sufficient
contextual cues to ensure that the user knows which application
they are authenticating too, helping them avoid phishing attacks.

Gradual password guidance.As the number of passwords that
are entered through the operating system increases, the operating
system will be able to give increasingly helpful guidance to the user.
For example, the operating system could monitor user keystrokes
and warn users when they enter a password out of the operating
system that they had previously entered in the operating system.
This could help users recognize when they accidentally divulged a
sensitive password that should have been entered in the operating
system, similar to what is done by Google’s Password Alert [44].
Alternatively, the operating system could begin advising the user of
weaknesses in their password selection strategies and also identify
instances of password reuse, similar to what is beginning to be
done by LastPass [72].

User training. Users are very habituated to the current pass-
word paradigm. During the transition to end-to-end passwords,
it will be essential to properly train users on the new paradigm.
Specifically, users need to be taught how to ensure that the transi-
tional operating system interface (described above) is used to enter

4https://motherboard.vice.com/en_us/article/ne7gxz/
ios-iphone-password-phishing-app-popups
5Such a service would not need to be a single sign-on service, but could properly store
credentials for each application local to that application.

https://motherboard.vice.com/en_us/article/ne7gxz/ios-iphone-password-phishing-app-popups
https://motherboard.vice.com/en_us/article/ne7gxz/ios-iphone-password-phishing-app-popups
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all passwords; this is needed to protect users from phishing sites
that claim they do not yet support end-to-end passwords. Similarly,
users need to be assisted in building correct mental models for
end-to-end passwords. Importantly, research will need to be done
to explore how this training can happen in-line with users’ tasks,
and without significantly disrupting their workflow.

6 SUMMARY
In this paper, we describe a new paradigm for password-based
authentication—end-to-end passwords. In this paradigm, password
responsibilities are pushed to the endpoints of password-based
authentication—the operating system and the password verification
service. Of these two endpoints, most responsibilities are concen-
trated in the operating system.

The benefits of this paradigm are five-fold. First, it significantly
reduces the attack surface for password-based authentication. Sec-
ond, it has the potential to finally make a significant impact on
password phishing. Third, it offers protection from a compromised
host, which is outside the threat model of other approaches. Fourth,
it supports the consistent enforcement of password policies across
all of a user’s accounts. Finally, concentrating password responsibili-
ties in the operating systemmakes it easier to diffuse improvements
rapidly.

This paper identifies open research questions related to end-
to-end passwords. Specifically, we note the importance that the
development of this paradigm be guided by systematic application
of user-centered design principles and empirical usability analysis.
As such, there are a number of usability issues to be addressed in
this new paradigm. There are also a number of systems research
questions to be addressed to increase the capabilities and strengthen
the security of this new paradigm. Lastly, we briefly describe the
research needed to enable the transition from the current password
paradigm to the end-to-end password paradigm.
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